**Java -DataTypes**

Variables are nothing but reserved memory locations to store values. This means that when you create a variable you reserve some space in the memory.

Based on the data type of a variable, the operating system allocates memory and decides what can be stored in the reserved memory. Therefore, by assigning different data types to variables, you can store integers, decimals, or characters in these variables.

There are two data types available in Java −

* Primitive Data Types
* Reference/Object Data Types

![](data:image/png;base64,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)

## **Primitive Data Types**

There are eight primitive datatypes supported by Java. Primitive datatypes are predefined by the language and named by a keyword. Let us now look into the eight primitive data types in detail.

### **byte**

* Byte data type is an 8-bit signed two's complement integer
* Minimum value is -128 (-2^7)
* Maximum value is 127 (inclusive)(2^7 -1)
* Default value is 0
* Byte data type is used to save space in large arrays, mainly in place of integers, since a byte is four times smaller than an integer.
* Example: byte a = 100, byte b = -50

### **short**

* Short data type is a 16-bit signed two's complement integer
* Minimum value is -32,768 (-2^15)
* Maximum value is 32,767 (inclusive) (2^15 -1)
* Short data type can also be used to save memory as byte data type. A short is 2 times smaller than an integer
* Default value is 0.
* Example: short s = 10000, short r = -20000

### **int**

* Int data type is a 32-bit signed two's complement integer.
* Minimum value is - 2,147,483,648 (-2^31)
* Maximum value is 2,147,483,647(inclusive) (2^31 -1)
* Integer is generally used as the default data type for integral values unless there is a concern about memory.
* The default value is 0
* Example: int a = 100000, int b = -200000

### **long**

* Long data type is a 64-bit signed two's complement integer
* Minimum value is -9,223,372,036,854,775,808(-2^63)
* Maximum value is 9,223,372,036,854,775,807 (inclusive)(2^63 -1)
* This type is used when a wider range than int is needed
* Default value is 0L
* Example: long a = 100000L, long b = -200000L

### **float**

* Float data type is a single-precision 32-bit IEEE 754 floating point
* Float is mainly used to save memory in large arrays of floating point numbers
* Default value is 0.0f
* Float data type is never used for precise values such as currency
* Example: float f1 = 234.5f

### **double**

* double data type is a double-precision 64-bit IEEE 754 floating point
* This data type is generally used as the default data type for decimal values, generally the default choice
* Double data type should never be used for precise values such as currency
* Default value is 0.0d
* Example: double d1 = 123.4

### **boolean**

* boolean data type represents one bit of information
* There are only two possible values: true and false
* This data type is used for simple flags that track true/false conditions
* Default value is false
* Example: boolean one = true

### **char**

* char data type is a single 16-bit Unicode character
* Minimum value is '\u0000' (or 0)
* Maximum value is '\uffff' (or 65,535 inclusive)
* Char data type is used to store any character
* Example: char letterA = 'A'

|  |  |  |
| --- | --- | --- |
| **Data Type** | **Default Value** | **Default size** |
| Boolean | False | 1 bit |
| Char | '\u0000' | 2 byte |
| Byte | 0 | 1 byte |
| Short | 0 | 2 byte |
| Int | 0 | 4 byte |
| Long | 0L | 8 byte |
| Float | 0.0f | 4 byte |
| Double | 0.0d | 8 byte |

**Note->** To get 2's complement of binary number is 1's complement of given number plus 1 to the least significant bit (LSB). For example 2's complement of binary number 10010 is (01101) + 1 = 01110.

## **Reference Datatypes**

* Reference variables are created using defined constructors of the classes. They are used to access objects. These variables are declared to be of a specific type that cannot be changed. For example, Employee, Puppy, etc.
* Class objects and various type of array variables come under reference datatype.
* Default value of any reference variable is null.
* A reference variable can be used to refer any object of the declared type or any compatible type.
* Example: Animal animal = new Animal("giraffe");

## **Java Literals**

A literal is a source code representation of a fixed value. They are represented directly in the code without any computation.

Literals can be assigned to any primitive type variable. For example −

byte a = 68;

char a = 'A';

byte, int, long, and short can be expressed in decimal(base 10), hexadecimal(base 16) or octal(base 8) number systems as well.

Prefix 0 is used to indicate octal, and prefix 0x indicates hexadecimal when using these number systems for literals. For example −

int decimal = 100;

int octal = 0144;

int hexa = 0x64;

String literals in Java are specified like they are in most other languages by enclosing a sequence of characters between a pair of double quotes. Examples of string literals are −

### **Example**

"Hello World"

"two\nlines"

"\"This is in quotes\""

String and char types of literals can contain any Unicode characters. For example −

char a = '\u0001';

String a = "\u0001";

Java language supports few special escape sequences for String and char literals as well. They are −

|  |  |
| --- | --- |
| **Notation** | **Character represented** |
| \n | Newline (0x0a) |
| \r | Carriage return (0x0d) |
| \f | Formfeed (0x0c) |
| \b | Backspace (0x08) |
| \s | Space (0x20) |
| \t | Tab |
| \" | Double quote |
| \' | Single quote |
| \\ | Backslash |
| \ddd | Octal character (ddd) |
| \uxxxx | Hexadecimal UNICODE character (xxxx) |

**Note->**for more detail of escape sequence please refer:

https://www.geeksforgeeks.org/escape-sequences-in-java/

# Java - Variables

A variable provides us with named storage that our programs can manipulate. Each variable in Java has a specific type, which determines the size and layout of the variable's memory; the range of values that can be stored within that memory; and the set of operations that can be applied to the variable.

You must declare all variables before they can be used. Following is the basic form of a variable declaration −

data type variable [ = value][, variable [ = value] ...] ;

Here *data type* is one of Java's datatypes and *variable* is the name of the variable. To declare more than one variable of the specified type, you can use a comma-separated list.

Following are valid examples of variable declaration and initialization in Java −

## **Example**

int a, b, c; // Declares three ints, a, b, and c.

int a = 10, b = 10; // Example of initialization

byte B = 22; // initializes a byte type variable B.

double pi = 3.14159; // declares and assigns a value of PI.

char a = 'a'; // the char variable a iis initialized with value 'a'

This chapter will explain various variable types available in Java Language. There are three kinds of variables in Java −

* Local variables
* Instance variables
* Class/Static variables

## **Local Variables**

* Local variables are declared in methods, constructors, or blocks.
* Local variables are created when the method, constructor or block is entered and the variable will be destroyed once it exits the method, constructor, or block.
* Access modifiers cannot be used for local variables.
* Local variables are visible only within the declared method, constructor, or block.
* Local variables are implemented at stack level internally.
* There is no default value for local variables, so local variables should be declared and an initial value should be assigned before the first use.

### **Example**

Here, *age* is a local variable. This is defined inside *pupAge()* method and its scope is limited to only this method.

public class Test {

public void pupAge() {

int age = 0;

age = age + 7;

System.out.println("Puppy age is : " + age);

}

public static void main(String args[]) {

Test test = new Test();

test.pupAge();

}

}

This will produce the following result −

### **Output**

Puppy age is: 7

### **Example**

Following example uses *age* without initializing it, so it would give an error at the time of compilation.

public class Test {

public void pupAge() {

int age;

age = age + 7;

System.out.println("Puppy age is : " + age);

}

public static void main(String args[]) {

Test test = new Test();

test.pupAge();

}

}

This will produce the following error while compiling it −

### **Output**

Test.java:4:variable number might not have been initialized

age = age + 7;

^

1 error

## **Instance Variables**

* Instance variables are declared in a class, but outside a method, constructor or any block.
* When a space is allocated for an object in the heap, a slot for each instance variable value is created.
* Instance variables are created when an object is created with the use of the keyword 'new' and destroyed when the object is destroyed.
* Instance variables hold values that must be referenced by more than one method, constructor or block, or essential parts of an object's state that must be present throughout the class.
* Instance variables can be declared in class level before or after use.
* Access modifiers can be given for instance variables.
* The instance variables are visible for all methods, constructors and block in the class. Normally, it is recommended to make these variables private (access level). However, visibility for subclasses can be given for these variables with the use of access modifiers.
* Instance variables have default values. For numbers, the default value is 0, for Booleans it is false, and for object references it is null. Values can be assigned during the declaration or within the constructor.
* Instance variables can be accessed directly by calling the variable name inside the class. However, within static methods (when instance variables are given accessibility), they should be called using the fully qualified name. *ObjectReference.VariableName*.

### **Example**

import java.io.\*;

public class Employee {

// this instance variable is visible for any child class.

public String name;

// salary variable is visible in Employee class only.

private double salary;

// The name variable is assigned in the constructor.

public Employee (String empName) {

name = empName;

}

// The salary variable is assigned a value.

public void setSalary(double empSal) {

salary = empSal;

}

// This method prints the employee details.

public void printEmp() {

System.out.println("name : " + name );

System.out.println("salary :" + salary);

}

public static void main(String args[]) {

Employee empOne = new Employee("Ransika");

empOne.setSalary(1000);

empOne.printEmp();

}

}

This will produce the following result −

### **Output**

name : Ransika

salary :1000.0

## **Class/Static Variables**

* Class variables also known as static variables are declared with the static keyword in a class, but outside a method, constructor or a block.
* There would only be one copy of each class variable per class, regardless of how many objects are created from it.
* Static variables are rarely used other than being declared as constants. Constants are variables that are declared as public/private, final, and static. Constant variables never change from their initial value.
* Static variables are stored in the static memory. It is rare to use static variables other than declared final and used as either public or private constants.
* Static variables are created when the program starts and destroyed when the program stops.
* Visibility is similar to instance variables. However, most static variables are declared public since they must be available for users of the class.
* Default values are same as instance variables. For numbers, the default value is 0; for Booleans, it is false; and for object references, it is null. Values can be assigned during the declaration or within the constructor. Additionally, values can be assigned in special static initializer blocks.
* Static variables can be accessed by calling with the class name *ClassName.VariableName*.
* When declaring class variables as public static final, then variable names (constants) are all in upper case. If the static variables are not public and final, the naming syntax is the same as instance and local variables.

### **Example**

import java.io.\*;

public class Employee {

// salary variable is a private static variable

private static double salary;

// DEPARTMENT is a constant

public static final String DEPARTMENT = "Development ";

public static void main(String args[])

{

salary = 1000;

System.out.println(DEPARTMENT + "average salary:" + salary);

}

}

This will produce the following result −

### **Output**

Development average salary:1000

**Note** − If the variables are accessed from an outside class, the constant should be accessed as Employee.DEPARTMENT

# What do you mean by a dynamic initialization of variables?

## **If any variable is not assigned with value at compile-time and assigned at run time is called dynamic initialization of a variable**. Basically, this is achieved through constructors, setter methods, normal methods and builtin api methods which returns a value or object.

## **Java Program to variables dynamic initialization**

Let us see the few examples of how to initialize variables at run time.  
 **Creating a class with the only constructor.**

class Rectangle {

private double length;

private double width;

public Rectangle(double length, double width) {

this.length = length;

this.width = width;

System.out.println("Length is:"+length);

System.out.println("Width is:"+width);

}

public static void main(String[] args) {

// passing the values at runtime.

Rectangle rectangle1 = new Rectangle(10,16);

//Rectangle rectangle2 = new Rectangle(5.5, 7.5);

//Rectangle rectangle3 = new Rectangle(2.9, 10);

}

}

in the above program, length and width are initialized at runtime with different values for each Rectangle object.

### **Setter methods based dynamic initialization:**

Let us do now with setter methods. Now add the following to the Rectangle class.

class Rectangle {

double length;

double width;

public double getLength() {

return length;

}

public void setLength(double length) {

this.length = length;

}

public double getWidth() {

return width;

}

public void setWidth(double width) {

this.width = width;

}

public void printdata()

{

System.out.println("Length is:"+length);

System.out.println("Width is:"+width);

}

public static void main(String[] args) {

Rectangle rectangle4 = new Rectangle();

rectangle4.setLength(20);

rectangle4.setWidth(30);

rectangle4.printdata();

}

}

Now, values can be set at runtime using setter methods.

# Scope and lifetime of variables in Java?

### **Instance Variables**

A variable which is declared inside a class and outside all the methods and blocks is an instance variable. The general scope of an instance variable is throughout the class except in static methods. The lifetime of an instance variable is until the object stays in memory.

### **Class Variables**

A variable which is declared inside a class, outside all the blocks and is marked static is known as a class variable. The general scope of a class variable is throughout the class and the lifetime of a class variable is until the end of the program or as long as the class is loaded in memory.

### **Local Variables**

All other variables which are not instance and class variables are treated as local variables including the parameters in a method. Scope of a local variable is within the block in which it is declared and the lifetime of a local variable is until the control leaves the block in which it is declared.

# What is type conversion in java?

Java provides various datatypes to store various data values. It provides 7 primitive datatypes (stores single values) as listed below −

* boolean − Stores 1-bit value representing true or, false.
* byte − Stores twos compliment integer up to 8 bits.
* char − Stores a Unicode character value up to 16 bits.
* short − Stores an integer value upto 16 bits.
* int − Stores an integer value upto 32 bits.
* long − Stores an integer value upto 64 bits.
* float − Stores a floating point value upto 32bits.
* double − Stores a floating point value up to 64 bits.

## **Type Casting/type conversion**

Converting one primitive datatype into another is known as type casting (type conversion) in Java. You can cast the primitive datatypes in two ways namely, Widening and, Narrowing.

**Widening** − Converting a lower datatype to a higher datatype is known as widening. In this case the casting/conversion is done automatically therefore, it is known as implicit type casting. In this case both datatypes should be compatible with each other.
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## **Example**

public class WideningExample {

   public static void main(String args[]){

      char ch = 'C';

      int i = ch;

      System.out.println(i);

   }

}

## **Output**

Integer value of the given character: 67

**Narrowing** − Converting a higher datatype to a lower datatype is known as narrowing. In this case the casting/conversion is not done automatically, you need to convert explicitly using the cast operator “( )” explicitly. Therefore, it is known as explicit type casting. In this case both datatypes need not be compatible with each other.
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## **Example**

import java.util.Scanner;

public class NarrowingExample {

   public static void main(String args[]){

      Scanner sc = new Scanner(System.in);

      System.out.println("Enter an integer value: ");

      int i = sc.nextInt();

      char ch = (char) i;

      System.out.println("Character value of the given integer: "+ch);

   }

}

## **Output**

Enter an integer value:

67

Character value of the given integer: C

# Java - Operators

Java provides a rich set of operators to manipulate variables. We can divide all the Java operators into the following groups –

* Unary Operators
* Arithmetic Operators
* Shift Operators
* Relational Operators
* Bitwise Operators
* Logical Operators
* Ternary Operator
* Assignment Operators

### **Java Unary Operator**

The Java unary operators require only one operand. Unary operators are used to perform various operations i.e.:p 10s

* incrementing/decrementing a value by one
* negating an expression
* inverting the value of a boolean

### **Java Unary Operator Example: ++ and --**

**public** **class** OperatorExample{

**public** **static** **void** main(String args[]){

**int** x=10;

System.out.println(x++);//10 (11)

System.out.println(++x);//12

System.out.println(x--);//12 (11)

System.out.println(--x);//10

}}

**Output:**

10

12

12

10

### **Java Unary Operator Example 2: ++ and --**

**public** **class** OperatorExample{

**public** **static** **void** main(String args[]){

**int** a=10;

**int** b=10;

System.out.println(a++ + ++a);//10+12=22

System.out.println(b++ + b++);//10+11=21

}}

**Output:**

22

21

## **The Arithmetic Operators**

Arithmetic operators are used in mathematical expressions in the same way that they are used in algebra. The following table lists the arithmetic operators −

Assume integer variable A holds 10 and variable B holds 20, then −

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| + (Addition) | Adds values on either side of the operator. | A + B will give 30 |
| - (Subtraction) | Subtracts right-hand operand from left-hand operand. | A - B will give -10 |
| \* (Multiplication) | Multiplies values on either side of the operator. | A \* B will give 200 |
| / (Division) | Divides left-hand operand by right-hand operand. | B / A will give 2 |
| % (Modulus) | Divides left-hand operand by right-hand operand and returns remainder. | B % A will give 0 |
| ++ (Increment) | Increases the value of operand by 1. | B++ gives 21 |
| -- (Decrement) | Decreases the value of operand by 1. | B-- gives 19 |

## **Example**

public class Test {

public static void main(String args[]) {

int a = 10;

int b = 20;

int c = 25;

int d = 25;

System.out.println("a + b = " + (a + b) );

System.out.println("a - b = " + (a - b) );

System.out.println("a \* b = " + (a \* b) );

System.out.println("b / a = " + (b / a) );

System.out.println("b % a = " + (b % a) );

System.out.println("c % a = " + (c % a) );

System.out.println("a++ = " + (a++) );

System.out.println("a-- = " + (a--) );

// Check the difference in d++ and ++d

System.out.println("d++ = " + (d++) );

System.out.println("++d = " + (++d) );

}

}

This will produce the following result −

## **Output**

a + b = 30

a - b = -10

a \* b = 200

b / a = 2

b % a = 0

c % a = 5

a++ = 10

b-- = 11

d++ = 25

++d = 27

### **Java Left Shift Operator**

The Java left shift operator << is used to shift all of the bits in a value to the left side of a specified number of times.

### **Java Left Shift Operator Example**

**public** **class** OperatorExample{

**public** **static** **void** main(String args[]){

System.out.println(10<<2);//10\*2^2=10\*4=40

System.out.println(10<<3);//10\*2^3=10\*8=80

System.out.println(20<<2);//20\*2^2=20\*4=80

System.out.println(15<<4);//15\*2^4=15\*16=240

}}

**Output:**

40

80

80

240

### **Java Right Shift Operator**

The Java right shift operator >> is used to move the value of the left operand to right by the number of bits specified by the right operand.

### **Java Right Shift Operator Example**

**public** OperatorExample{

**public** **static** **void** main(String args[]){

System.out.println(10>>2);//10/2^2=10/4=2

System.out.println(20>>2);//20/2^2=20/4=5

System.out.println(20>>3);//20/2^3=20/8=2

}}

**Output:**

2

5

2

### **Java Shift Operator Example: >> vs >>>**

**public** **class** OperatorExample{

**public** **static** **void** main(String args[]){

  //For positive number, >> and >>> works same

    System.out.println(20>>2);

    System.out.println(20>>>2);

    //For negative number, >>> changes parity bit (MSB) to 0

    System.out.println(-20>>2);

    System.out.println(-20>>>2);

}}

**Output:**

5

5

-5

1073741819

## **The Relational Operators**

There are following relational operators supported by Java language.

Assume variable A holds 10 and variable B holds 20, then −

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| == (equal to) | Checks if the values of two operands are equal or not, if yes then condition becomes true. | (A == B) is not true. |
| != (not equal to) | Checks if the values of two operands are equal or not, if values are not equal then condition becomes true. | (A != B) is true. |
| > (greater than) | Checks if the value of left operand is greater than the value of right operand, if yes then condition becomes true. | (A > B) is not true. |
| < (less than) | Checks if the value of left operand is less than the value of right operand, if yes then condition becomes true. | (A < B) is true. |
| >= (greater than or equal to) | Checks if the value of left operand is greater than or equal to the value of right operand, if yes then condition becomes true. | (A >= B) is not true. |
| <= (less than or equal to) | Checks if the value of left operand is less than or equal to the value of right operand, if yes then condition becomes true. |  |

## **Example**

public class Test {

public static void main(String args[]) {

int a = 10;

int b = 20;

System.out.println("a == b = " + (a == b) );

System.out.println("a != b = " + (a != b) );

System.out.println("a > b = " + (a > b) );

System.out.println("a < b = " + (a < b) );

System.out.println("b >= a = " + (b >= a) );

System.out.println("b <= a = " + (b <= a) );

}

}

This will produce the following result −

## **Output**

a == b = false

a != b = true

a > b = false

a < b = true

b >= a = true

b <= a = false

## **The Bitwise Operators**

Java defines several bitwise operators, which can be applied to the integer types, long, int, short, char, and byte.

Bitwise operator works on bits and performs bit-by-bit operation. Assume if a = 60 and b = 13; now in binary format they will be as follows −

a = 0011 1100

b = 0000 1101

-----------------

a&b = 0000 1100

a|b = 0011 1101

a^b = 0011 0001

~a  = 1100 0011

The following table lists the bitwise operators −

Assume integer variable A holds 60 and variable B holds 13 then −

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| & (bitwise and) | Binary AND Operator copies a bit to the result if it exists in both operands. | (A & B) will give 12 which is 0000 1100 |
| | (bitwise or) | Binary OR Operator copies a bit if it exists in either operand. | (A | B) will give 61 which is 0011 1101 |
| ^ (bitwise XOR) | Binary XOR Operator copies the bit if it is set in one operand but not both. | (A ^ B) will give 49 which is 0011 0001 |
| ~ (bitwise compliment) | Binary Ones Complement Operator is unary and has the effect of 'flipping' bits. | (~A ) will give -61 which is 1100 0011 in 2's complement form due to a signed binary number. |
| << (left shift) | Binary Left Shift Operator. The left operands value is moved left by the number of bits specified by the right operand. | A << 2 will give 240 which is 1111 0000 |
| >> (right shift) | Binary Right Shift Operator. The left operands value is moved right by the number of bits specified by the right operand. | A >> 2 will give 15 which is 1111 |
| >>> (zero fill right shift) | Shift right zero fill operator. The left operands value is moved right by the number of bits specified by the right operand and shifted values are filled up with zeros. | A >>>2 will give 15 which is 0000 1111 |

## **Example**

public class Test {

public static void main(String args[]) {

int a = 60; /\* 60 = 0011 1100 \*/

int b = 13; /\* 13 = 0000 1101 \*/

int c = 0;

c = a & b; /\* 12 = 0000 1100 \*/

System.out.println("a & b = " + c );

c = a | b; /\* 61 = 0011 1101 \*/

System.out.println("a | b = " + c );

c = a ^ b; /\* 49 = 0011 0001 \*/

System.out.println("a ^ b = " + c );

c = ~a; /\*-61 = 1100 0011 \*/

System.out.println("~a = " + c );

c = a << 2; /\* 240 = 1111 0000 \*/

System.out.println("a << 2 = " + c );

c = a >> 2; /\* 15 = 1111 \*/

System.out.println("a >> 2 = " + c );

c = a >>> 2; /\* 15 = 0000 1111 \*/

System.out.println("a >>> 2 = " + c );

}

}

This will produce the following result −

## **Output**

a & b = 12

a | b = 61

a ^ b = 49

~a = -61

a << 2 = 240

a >> 2 = 15

a >>> 2 = 15

## **The Logical Operators**

The following table lists the logical operators −

Assume Boolean variables A holds true and variable B holds false, then −

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| && (logical and) | Called Logical AND operator. If both the operands are non-zero, then the condition becomes true. | (A && B) is false |
| || (logical or) | Called Logical OR Operator. If any of the two operands are non-zero, then the condition becomes true. | (A || B) is true |
| ! (logical not) | Called Logical NOT Operator. Use to reverses the logical state of its operand. If a condition is true then Logical NOT operator will make false. | !(A && B) is true |

## **Example**

public class Test {

public static void main(String args[]) {

boolean a = true;

boolean b = false;

System.out.println("a && b = " + (a&&b));

System.out.println("a || b = " + (a||b) );

System.out.println("!(a && b) = " + !(a && b));

}

}

This will produce the following result −

## **Output**

a && b = false

a || b = true

!(a && b) = true

### **Ternary Operator ( ? : )**

Conditional operator is also known as the **ternary operator**. This operator consists of three operands and is used to evaluate Boolean expressions. The goal of the operator is to decide, which value should be assigned to the variable. The operator is written as −

variable x = (expression) ? value if true : value if false

Following is an example −

**Example**

public class Test {

public static void main(String args[]) {

int a, b;

a = 10;

b = (a == 1) ? 20: 30;

System.out.println( "Value of b is : " + b );

b = (a == 10) ? 20: 30;

System.out.println( "Value of b is : " + b );

}

}

This will produce the following result −

**Output**

Value of b is : 30

Value of b is : 20

### **instanceof Operator**

This operator is used only for object reference variables. The operator checks whether the object is of a particular type (class type or interface type). instanceof operator is written as −

( Object reference variable ) instanceof (class/interface type)

If the object referred by the variable on the left side of the operator passes the IS-A check for the class/interface type on the right side, then the result will be true. Following is an example −

**Example**

public class Test {

public static void main(String args[]) {

String name = "James";

// following will return true since name is type of String

boolean result = name instanceof String;

System.out.println( result );

}

}

This will produce the following result −

**Output**

true

## **The Assignment Operators**

Following are the assignment operators supported by Java language −

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| = | Simple assignment operator. Assigns values from right side operands to left side operand. | C = A + B will assign value of A + B into C |
| += | Add AND assignment operator. It adds right operand to the left operand and assign the result to left operand. | C += A is equivalent to C = C + A |
| -= | Subtract AND assignment operator. It subtracts right operand from the left operand and assign the result to left operand. | C -= A is equivalent to C = C – A |
| \*= | Multiply AND assignment operator. It multiplies right operand with the left operand and assign the result to left operand. | C \*= A is equivalent to C = C \* A |
| /= | Divide AND assignment operator. It divides left operand with the right operand and assign the result to left operand. | C /= A is equivalent to C = C / A |
| %= | Modulus AND assignment operator. It takes modulus using two operands and assign the result to left operand. | C %= A is equivalent to C = C % A |
| <<= | Left shift AND assignment operator. | C <<= 2 is same as C = C << 2 |
| >>= | Right shift AND assignment operator. | C >>= 2 is same as C = C >> 2 |
| &= | Bitwise AND assignment operator. | C &= 2 is same as C = C & 2 |
| ^= | bitwise exclusive OR and assignment operator. | C ^= 2 is same as C = C ^ 2 |
| |= | bitwise inclusive OR and assignment operator. | C |= 2 is same as C = C | 2 |

## **Example**

public class Test {

public static void main(String args[]) {

int a = 10;

int b = 20;

int c = 0;

c = a + b;

System.out.println("c = a + b = " + c );

c += a ;

System.out.println("c += a = " + c );

c -= a ;

System.out.println("c -= a = " + c );

c \*= a ;

System.out.println("c \*= a = " + c );

a = 10;

c = 15;

c /= a ;

System.out.println("c /= a = " + c );

a = 10;

c = 15;

c %= a ;

System.out.println("c %= a = " + c );

c <<= 2 ;

System.out.println("c <<= 2 = " + c );

c >>= 2 ;

System.out.println("c >>= 2 = " + c );

c >>= 2 ;

System.out.println("c >>= 2 = " + c );

c &= a ;

System.out.println("c &= a = " + c );

c ^= a ;

System.out.println("c ^= a = " + c );

c |= a ;

System.out.println("c |= a = " + c );

}

}

This will produce the following result −

## **Output**

c = a + b = 30

c += a = 40

c -= a = 30

c \*= a = 300

c /= a = 1

c %= a = 5

c <<= 2 = 20

c >>= 2 = 5

c >>= 2 = 1

c &= a = 0

c ^= a = 10

c |= a = 10